Program:

import java.util.Scanner;

class EB{

public static void main(String args[]){

double amt;

Scanner sc=new Scanner(System.in);

System.out.println("Enter your card number:");

int cno=sc.nextInt();

System.out.println("Enter your name:");

String cname=sc.next();

System.out.println("Enter your previous reading:");

int preading=sc.nextInt();

System.out.println("Enter your current reading:");

int creading=sc.nextInt();

System.out.println("Enter your connection type 1.Domestic,2.commercial");

int type=sc.nextInt();

double units=creading-preading;

double dunits;

dunits=units-100;

switch(type)

{

case 1:

if(units<=100)

amt=units\*1;

else if(dunits <=200 && dunits>=101)

amt=100+dunits\*2.50;

else if(dunits <=500 && dunits>=201)

amt=100+dunits\*4;

else

amt=100+dunits\*6;

System.out.println("customer no:"+cno+ "\ncustomer name:" +cname+ "\nunits" +units+ "\n Bill Amt:" +amt);

break;

case 2:

if(units<=100)

amt=units\*2;

else if(dunits <=200 && dunits>=101)

amt=100+dunits\*4.50;

else if(dunits <=500 && dunits>=201)

amt=100+dunits\*6;

else

amt=100+dunits\*7;

System.out.println("customer no:"+cno+"\ncustomer name:"+cname+"\nunits"+units+"\n Bill Amt:"+amt);

default:

}

sc.close();

}

}

Output:

Enter your card number:

10247

Enter your name:

Nandhu

Enter your previous reading:

700

Enter your current reading:

1000

Enter your connection type 1.Domestic,2.commercial

1

customer no:10247

customer name:Nandhu

units300.0

Bill Amt:600.0

Program:

Currencyconversion:

package currencyconversion;

import java.util.\*;

public class currency

{

double inr,usd;

double euro,yen;

Scanner in=new Scanner(System.in);

public void dollartorupee()

{

System.out.println("Enter dollars to convert into Rupees:");

usd=in.nextInt();

inr=usd\*67;

System.out.println("Dollar ="+usd+"equal to INR="+inr);

}

public void rupeetodollar()

{

System.out.println("Enter Rupee to convert into Dollars:");

inr=in.nextInt();

usd=inr/67;

System.out.println("Rupee ="+inr+"equal to Dollars="+usd);

}

public void eurotorupee()

{

System.out.println("Enter euro to convert into Rupees:");

euro=in.nextInt();

inr=euro\*79.50;

System.out.println("Euro ="+euro +"equal to INR="+inr);

}

public void rupeetoeuro()

{

System.out.println("Enter Rupees to convert into Euro:");

inr=in.nextInt();

euro=(inr/79.50);

System.out.println("Rupee ="+inr +"equal to Euro="+euro);

}

public void yentorupee()

{

System.out.println("Enter yen to convert into Rupees:");

yen=in.nextInt();

inr=yen\*0.61;

System.out.println("YEN="+yen +"equal to INR="+inr);

}

public void rupeetoyen()

{

System.out.println("Enter Rupees to convert into Yen:");

inr=in.nextInt();

yen=(inr/0.61);

System.out.println("INR="+inr +"equal to YEN"+yen);

}

}

Distanceconversion:

package distanceconversion;

import java.util.\*;

public class distance

{

double km,m,miles;

Scanner sc = new Scanner(System.in);

public void kmtom()

{

System.out.print("Enter in km ");

km=sc.nextDouble();

m=(km\*1000);

System.out.println(km+"km" +"equal to"+m+"metres");

}

public void mtokm()

{

System.out.print("Enter in meter ");

m=sc.nextDouble();

km=(m/1000);

System.out.println(m+"m" +"equal to"+km+"kilometres");

}

public void milestokm()

{

System.out.print("Enter in miles");

miles=sc.nextDouble();

km=(miles\*1.60934);

System.out.println(miles+"miles" +"equal to"+km+"kilometres");

}

public void kmtomiles()

{

System.out.print("Enter in km");

km=sc.nextDouble();

miles=(km\*0.621371);

System.out.println(km+"km" +"equal to"+miles+"miles");

}

}

Timeconversion:

package timeconversion;

import java.util.\*;

public class timer

{

int hours,seconds,minutes;

int input;

Scanner sc = new Scanner(System.in);

public void secondstohours()

{

System.out.print("Enter the number of seconds: ");

input = sc.nextInt();

hours = input / 3600;

minutes = (input % 3600) / 60;

seconds = (input % 3600) % 60;

System.out.println("Hours: " + hours);

System.out.println("Minutes: " + minutes);

System.out.println("Seconds: " + seconds);

}

public void minutestohours()

{

System.out.print("Enter the number of minutes: ");

minutes=sc.nextInt();

hours=minutes/60;

minutes=minutes%60;

System.out.println("Hours: " + hours);

System.out.println("Minutes: " + minutes);

}

public void hourstominutes()

{

System.out.println("enter the no of hours");

hours=sc.nextInt();

minutes=(hours\*60);

System.out.println("Minutes: " + minutes);

}

public void hourstoseconds()

{

System.out.println("enter the no of hours");

hours=sc.nextInt();

seconds=(hours\*3600);

System.out.println("Minutes: " + seconds);

}

}

Converter:

import java.util.\*;

import java.io.\*;

import currencyconversion.\*;

import distanceconversion.\*;

import timeconversion.\*;

class converter

{

public static void main(String args[])

{

Scanner s=new Scanner(System.in);

int choice,ch;

currency c=new currency();

distance d=new distance();

timer t=new timer();

do

{

System.out.println("1.dollar to rupee ");

System.out.println("2.rupee to dollar ");

System.out.println("3.Euro to rupee ");

System.out.println("4..rupee to Euro ");

System.out.println("5.Yen to rupee ");

System.out.println("6.Rupee to Yen ");

System.out.println("7.Meter to kilometer ");

System.out.println("8.kilometer to meter ");

System.out.println("9.Miles to kilometer ");

System.out.println("10.kilometer to miles");

System.out.println("11.Hours to Minutes");

System.out.println("12.Hours to Seconds");

System.out.println("13.Seconds to Hours");

System.out.println("14.Minutes to Hours");

System.out.println("Enter ur choice");

choice=s.nextInt();

switch(choice)

{

case 1:

{

c.dollartorupee();

break;

}

case 2:

{

c.rupeetodollar();

break;

}

case 3:

{

c.eurotorupee();

break;

}

case 4:

{

c.rupeetoeuro();

break;

}

case 5:

{c.yentorupee();

break;}

case 6 :

{

c.rupeetoyen();

break;

}

case 7 :

{

d.mtokm();

break;

}

case 8 :

{

d.kmtom();

break;

}

case 9 :

{

d.milestokm();

break;

}

case 10 :

{

d.kmtomiles();

break;

}

case 11 :

{

t.hourstominutes();

break;

}

case 12 :

{

t.hourstoseconds();

break;

}

case 13 :

{

t.secondstohours();

break;

}

case 14 :

{

t.minutestohours();

break;

}}

System.out.println("Enter 0 to quit and 1 to continue ");

ch=s.nextInt();

}while(ch==1);

}

}

Output:

1.dollar to rupee

2.rupee to dollar

3.Euro to rupee

4..rupee to Euro

5.Yen to rupee

6.Rupee to Yen

7.Meter to kilometer

8.kilometer to meter

9.Miles to kilometer

10.kilometer to miles

11.Hours to Minutes

12.Hours to Seconds

13.Seconds to Hours

14.Minutes to Hours

Enter ur choice

7

Enter in meter 500

500.0mequal to0.5kilometres

Enter 0 to quit and 1 to continue

1

1.dollar to rupee

2.rupee to dollar

3.Euro to rupee

4..rupee to Euro

5.Yen to rupee

6.Rupee to Yen

7.Meter to kilometer

8.kilometer to meter

9.Miles to kilometer

10.kilometer to miles

11.Hours to Minutes

12.Hours to Seconds

13.Seconds to Hours

14.Minutes to Hours

Enter ur choice

1

Enter dollars to convert into Rupees:

5

Dollar =5.0equal to INR=335.0

Enter 0 to quit and 1 to continue

0

Program:

import java.util.Scanner;

public class QuadraticEquation {

public static void main(String[] Strings) {

Scanner input = new Scanner(System.in);

System.out.print("Enter the value of a: ");

double a = input.nextDouble();

System.out.print("Enter the value of b: ");

double b = input.nextDouble();

System.out.print("Enter the value of c: ");

double c = input.nextDouble();

double d= b \* b - 4.0 \* a \* c;

System.out.print(d);

if (d> 0.0) {

double r1 = (-b + Math.pow(d, 0.5)) / (2.0 \* a);

double r2 = (-b - Math.pow(d, 0.5)) / (2.0 \* a);

System.out.println("The roots are " + r1 + " and " + r2);

}

else if (d == 0.0) {

double r1 = -b / (2.0 \* a);

System.out.println("The root is " + r1);

}

else {

System.out.println("Roots are not real.");

}

} }

Output:

Enter the value of a: 1

Enter the value of b: 6

Enter the value of c: 8

4.0The roots are -2.0 and -4.0

Program:

import java.util.Scanner ;

public class FibonacciSeries

{

public static void main(String [] array)

{

Scanner s = new Scanner(System.in) ;

System.out.print("Fibonacci Series\nEnter no.of items to be printed :\t") ;

int n = s.nextInt() ;

int a = 0, b = 1, c = 0 ;

System.out.print("\n0\t1\t") ;

for(int i = 0 ; i <= n-2 ; i++)

{

c = a + b ;

a = b ;

b= c ;

System.out.print(c+"\t") ;

}

}

}

Output:

Fibonacci Series

Enter no.of items to be printed : 6

0 1 1 2 3 5 8

Program:

import java.util.Scanner;

public class StringSorting

{

public static void main(String[] args)

{

int count;

String temp;

Scanner scan = new Scanner(System.in);

System.out.print("Enter number of strings you would like to enter:");

count = scan.nextInt();

String str[] = new String[count];

Scanner scan2 = new Scanner(System.in);

System.out.println("Enter the Strings one by one:");

for(int i = 0; i < count; i++)

{

str[i] = scan2.nextLine();

}

scan.close();

scan2.close();

for (int i = 0; i < count; i++)

{

for (int j = i + 1; j < count; j++) {

if (str[i].compareTo(str[j])>0)

{

temp = str[i];

str[i] = str[j];

str[j] = temp;

}

}

}

System.out.print("Strings in Sorted Order:");

for (int i = 0; i <= count - 1; i++)

{

System.out.print(str[i] + ", ");

}

}

}

Output:

Enter number of strings you would like to enter:4

Enter the Strings one by one:

icecream

xerox

ball

high

Strings in Sorted Order:ball, high, icecream, xerox

Program:

import java.io.\*;

import java.util.\*;

public class Primenumbers

{

public static void main(String[] args){

{

System.out.println("Enter number:");

}

int num , count;

Scanner s=new Scanner(System.in);

num=s.nextInt();

for (int i = 1; i <= num; i++)

{

count = 0;

for (int j = 2; j <= i / 2; j++)

{

if (i % j == 0)

{

count++;

break;

}

}

if (count == 0) {

System.out.println(i);

}

}

}

}

Output:

Enter number:

30

1

2

3

5

7

11

13

17

19

23

29

Program:

import java.io.\*;

import java.util.Scanner;

public class mulmatrix{

public static void main(String args[]){

int r1,r2,c1,c2,i,j,k,sum;

Scanner s=new Scanner(System.in);

System.out.println("Enter the number of rows of matrix1: ");

r1=s.nextInt();

System.out.println("Enter the number of columns of matrix1 :");

c1=s.nextInt();

System.out.println("Enter the number of rows of matrix2: ");

r2=s.nextInt();

System.out.println("Enter the number of columns of matrix2: ");

c2=s.nextInt();

if(c1!=r2){

System.out.println("matrix multipication is not possible");

System.exit(0);

}

int A[][]=new int[r1][c1];

int B[][]=new int[r2][c2];

int C[][]=new int[c1][r2];

System.out.println("\nEnter First matrix elements:\n");

for(i=0;i<r1;i++){

for(j=0;j<c1;j++){

A[i][j]=s.nextInt();

}

}

System.out.println("\nEnter second matrix elements:\n");

for(i=0;i<r2;i++)

{

for(j=0;j<c2;j++)

{

B[i][j]=s.nextInt();

}

}

for(i=0;i<r1;i++)

{

for(j=0;j<c2;j++)

{

for(k=0;k<1;k++)

{

C[i][j]+=A[i][j]\*B[i][j];

}

}

}

System.out.println("Resultant");

for(int row[]:C){

for(int column:row){

System.out.print(column+"\t");

}

System.out.println();

}

}

}

Output:

Enter the number of rows of matrix1:

2

Enter the number of columns of matrix1:

2

Enter the number of rows of matrix2:

2

Enter the number of columns of matrix2:

2

Enter First matrix elements:

1

2

3

4

Enter second matrix elements:

5

6

7

8

Resultant

5 12

21 32

Program:

import java.util.Scanner;

class palindrome

{

public static void main(String args[])

{

String str,rev="";

Scanner sc=new Scanner(System.in);

System.out.println("Enter a string:");

str=sc.nextLine();

int length=str.length();

for(int i= length-1;i>=0;i--)

rev =rev+str.charAt(i);

if(str.equals(rev))

System.out.println(str+"is a palindrome");

else

System.out.println(str+"is not a palindrome");

}

}

Output:

Enter a string:

malayalam

malayalam is a palindrome

Enter a string:

london

london is not a palindrome

Program:

import java.io.\*;

import java.util.\*;

import java.lang.\*;

class employee

{

String name;

int id;

String address;

String mail;

String mobile;

float da,hra,pf,scf,gross,net;

float b;

void getdata()

{

Scanner sc=new Scanner(System.in);

System.out.println("Enter name:");

name=sc.next();

System.out.println("Enter id:");

id=sc.nextInt();

System.out.println("Enter the address:");

address=sc.next();

System.out.println("Enter mail:");

mail=sc.next();

System.out.println("Enter mobile:");

mobile=sc.next();

}

void calc(float basic)

{

b=basic;

da=(float)(basic\*97/100);

hra=(float)(basic\*10/100);

pf=(float)(basic\*12/100);

scf=(float)(basic\*0.1/100);

gross=basic+da+hra+pf+scf;

net=gross-pf;

}

void display()

{

System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Employee details\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

System.out.println("Employee Name="+name);

System.out.println("Employee ID="+id);

System.out.println("Employee address="+address);

System.out.println("Employee mobile number="+mobile);

System.out.println("Employee MailID="+mail);

System.out.println("Basic pay="+b);

System.out.println("DA="+da);

System.out.println("HRA="+hra);

System.out.println("PF="+pf);

System.out.println("Staff Club Fund="+scf);

System.out.println("Gross Salary="+gross);

System.out.println("Net Salary="+net);

}

}

class programmer extends employee

{

float bp;

programmer()

{

bp=2500;

}

}

class ap extends employee

{

float bp;

ap()

{

bp=5000;

}

}

class asso extends employee

{

float bp;

asso()

{

bp=7500;

}

}

class prof extends employee

{

float bp;

prof()

{

bp=10000;

}

}

class emp

{

public static void main(String args[])

{

int choice;

Scanner sc=new Scanner(System.in);

System.out.println("1.PROGRAMMER\n2.ASSISTANT PROFESSOR\n3.ASSOCIATE PROFESSOR\n4.PROFESSOR");

System.out.println("Enter the choice:");

choice=sc.nextInt();

switch(choice)

{

case 1:

System.out.println("Enter the programmer details:");

programmer ob1=new programmer();

ob1.getdata();

ob1.calc(ob1.bp);

ob1.display();

break;

case 2:

System.out.println("Enter the Assistant Professor details:");

ap ob2=new ap();

ob2.getdata();

ob2.calc(ob2.bp);

ob2.display();

break;

case 3:

System.out.println("Enter the Associate Professor details:");

asso ob3=new asso();

ob3.getdata();

ob3.calc(ob3.bp);

ob3.display();

break;

case 4:

System.out.println("Enter the Professor deatails:");

prof ob4=new prof();

ob4.getdata();

ob4.calc(ob4.bp);

ob4.display();

break;

}

}

}

Output:

1.PROGRAMMER

2.ASSISTANT PROFESSOR

3.ASSOCIATE PROFESSOR

4.PROFESSOR

Enter the choice:

1

Enter the programmer details:

Enter name:

Nandhu

Enter id:

337

Enter the address:

Chennai

Enter mail:

programmer@gmail.com

Enter mobile:

9273485091

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Employee details\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Employee Name=Nandhu

Employee ID=337

Employee address=Chennai

Employee mobile number=9273485091

Employee MailID=programmer@gmail.com

Basic pay=2500.0

DA=2425.0

HRA=250.0

PF=300.0

Staff Club Fund=2.5

Gross Salary=5477.5

Net Salary=5177.5

Program:

import java.io.\*;

interface Mystack

{

public void pop();

public void push();

public void display();

}

class Stack\_array implements Mystack

{

final static int n=5;

int stack[]=new int[n];

int top=-1;

public void push()

{

try

{

BufferedReader br=new BufferedReader(new InputStreamReader(System.in));

if(top==(n-1))

{

System.out.println(" Stack Overflow");

return;

}

else

{

System.out.println("Enter the element");

int ele=Integer.parseInt(br.readLine());

stack[++top]=ele;

}

}

catch(IOException e)

{

System.out.println("e");

}

}

public void pop()

{

if(top<0)

{

System.out.println("Stack underflow");

return;

}

else

{

int popper=stack[top];

top--;

System.out.println("Popped element:" +popper);

}

}

public void display()

{

if(top<0)

{

System. out. println("Stack is empty");

return;

}

else

{

String str="";

for(int i=0; i<=top; i++)

str=str+""+stack[i]+"<--";

System.out.println("Elements are:"+str);

}

}

}

class StackADT

{

public static void main(String arg[])throws IOException

{

BufferedReader br=new BufferedReader(new InputStreamReader(System.in));

System.out.println("Implementation of Stack using Array");

Stack\_array stk=new Stack\_array();

int ch=0;

do

{

System.out.println("1.Push 2.Pop 3.Display 4.Exit ");

System.out.println("Enter your choice:");

ch=Integer.parseInt(br.readLine());

switch(ch)

{

case 1:

stk.push();

break;

case 2:

stk.pop();

break;

case 3:

stk.display();

break;

case 4:

System.exit(0);

}

}

while(ch<5);

}

}

Output:

Implementation of Stack using Array

1.Push 2.Pop 3.Display 4.Exit

Enter your choice:

1

Enter the element

76

1.Push 2.Pop 3.Display 4.Exit

Enter your choice:

1

Enter the element

45

1.Push 2.Pop 3.Display 4.Exit

Enter your choice:

1

Enter the element

87

1.Push 2.Pop 3.Display 4.Exit

Enter your choice:

1

Enter the element

28

1.Push 2.Pop 3.Display 4.Exit

Enter your choice:

3

Elements are:76<--45<--87<--28<--

1.Push 2.Pop 3.Display 4.Exit

Enter your choice:

4

Program:

import java.util.\*;

abstract class shape

{

int a,b;

abstract public void printarea();

}

class rectangle extends shape

{

public int area\_rect;

public void printarea()

{

Scanner s=new Scanner(System.in);

System.out.println("enter the length and breadth of rectangle");

a=s.nextInt();

b=s.nextInt();

area\_rect=a\*b;

System.out.println("Length of rectangle "+a +"breadth of rectangle "+b);

System.out.println("The area ofrectangle is:"+area\_rect);

}

}

class triangle extends shape

{

double area\_tri;

public void printarea()

{

Scanner s=new Scanner(System.in);

System.out.println("enter the base and height of triangle");

a=s.nextInt();

b=s.nextInt();

System.out.println("Base of triangle "+a +"height of triangle "+b);

area\_tri=(0.5\*a\*b);

System.out.println("The area of triangle is:"+area\_tri);

}

}

class circle extends shape

{

double area\_circle;

public void printarea()

{

Scanner s=new Scanner(System.in);

System.out.println("enter the radius of circle");

a=s.nextInt();

area\_circle=(3.14\*a\*a);

System.out.println("Radius of circle"+a);

System.out.println("The area of circle is:"+area\_circle);

}

}

public class shapeclass

{

public static void main(String[] args)

{

rectangle r=new rectangle();

r.printarea();

triangle t=new triangle();

t.printarea();

circle r1=new circle();

r1.printarea();

}

}

Output:

enter the length and breadth of rectangle

6

7

Length of rectangle 6breadth of rectangle 7

The area ofrectangle is:42

enter the base and height of triangle

2

5

Base of triangle 2height of triangle 5

The area of triangle is:5.0

enter the radius of circle

3

Radius of circle3

The area of circle is:28.259999999999998

Program:

import java.io.\*;

import java.util.\*;

public class OperationsOnStringList {

public static void main(String[] args) throws IOException {

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

Scanner sc = new Scanner(System.in);

ArrayList <String> al = new ArrayList<String>();

boolean flag = true;

while(flag) {

System.out.println("1. Insert");

System.out.println("2. Search");

System.out.println("3. Delete");

System.out.println("4. Display");

System.out.println("5. Exit");

int option = sc.nextInt();

if(option >= 1 && option <=5) {

switch(option) {

case 1:

System.out.println("Enter element to add: ");

al.add(br.readLine());

System.out.println("Added !");

break;

case 2:

System.out.println("Enter element to search: ");

String se = br.readLine();

if(al.contains(se)) {

System.out.println("Element is at Index: "+al.indexOf(se));

}

else {

System.out.println("No Such Element in the List !");

}

break;

case 3:

System.out.println("Enter which element to delete: ");

String re = br.readLine();

if(al.contains(re)) {

al.remove(re);

System.out.println("Removed !");

}

else {

System.out.println("No such element in the List !");

}

break;

case 4:

if(al.size()==0) {

System.out.println("Empty List !");

}

else {

System.out.println(al);

}

break;

default:

flag = false;

}

}

else {

System.out.println("Invalid option");

}

}

sc.close();

}

}

Output:

1. Insert

2. Search

3. Delete

4. Display

5. Exit

1

Enter element to add:

67

Added !

1. Insert

2. Search

3. Delete

4. Display

5. Exit

1

Enter element to add:

34

Added !

1. Insert

2. Search

3. Delete

4. Display

5. Exit

1

Enter element to add:

92

Added !

1. Insert

2. Search

3. Delete

4. Display

5. Exit

4

[67, 34, 92]

1. Insert

2. Search

3. Delete

4. Display

5. Exit

5

Program:

#predefined:

import java.io.\*;

class Predefined {

public static void main (String[] args){

int a=5;

int b=0;

try{

System.out.println(a/b);

}

catch(ArithmeticException e){

e.printStackTrace();

}

}

}

#userdefined:

class MyException extends Exception {

}

public class Userdefined {

public static void main(String args[])

{

try {

throw new MyException();

}

catch (MyException ex) {

System.out.println("Hi this is my catch block");

System.out.println(ex.getMessage());

}

}

}

Output:

#predefined:

java.lang.ArithmeticException: / by zero

#userdefined:

Hi this is my catch block

Null

Program:

import java.util.Scanner;

import java.io.File;

class Filedemo

{

public static void main(String[]args)

{

Scanner input=new Scanner(System.in);

String s=input.nextLine();

File f1=new File(s);

System.out.println("File Name:"+f1.getName());

System.out.println("Path:"+f1.getPath());

System.out.println("Abs Path:"+f1.getAbsolutePath());

System.out.println("Parent:"+f1.getParent());

System.out.println("This file is:"+(f1.exists()?"Exists":"Does not exists"));

System.out.println("Is file:"+f1.isFile());

System.out.println("Is Directory:"+f1.isDirectory());

System.out.println("Is Readable:"+f1.canRead());

System.out.println("Is Writable:"+f1.canWrite());

System.out.println("Is Absolute:"+f1.isAbsolute());

System.out.println("File Last Modified:"+f1.lastModified());

System.out.println("File Size:"+f1.length()+"bytes");

System.out.println("Is Hidden:"+f1.isHidden());

}}

Output:

Doc 1

File Name:Doc 1

Path:Doc 1

Abs Path:Z:\337\Doc 1

Parent:null

This file is:Does not exists

Is file:false

Is Directory:false

Is Readable:false

Is Writable:false

Is Absolute:false

File Last Modified:0

File Size:0bytes

Is Hidden:false

Program:

import java.util.\*;

class even implements Runnable

{

public int x;

public even(int x)

{

this.x=x;

}

public void run()

{

System.out.println("New thread"+x+"is even and square of"+x+"is:"+x\*x);

}

}

class odd implements Runnable

{

public int x;

public odd(int x)

{

this.x=x;

}

public void run()

{

System.out.println("New thread"+x+"is odd and cube of"+x+"is:"+x\*x\*x);

}

}

class A extends Thread

{

public void run()

{

int num=0;

Random r=new Random();

try

{

for(int i=0;i<5;i++)

{

num=r.nextInt(100);

System.out.println("Main thread and Generated Number is"+num);

if(num%2==0)

{

Thread t1=new Thread(new even(num));

t1.start();

}

else{

Thread t2=new Thread(new odd(num));

t2.start();

}

Thread.sleep(1000);

System.out.println("-----------------------------------------");

}

}

catch(Exception ex)

{

System.out.println(ex.getMessage());

}

}

}

public class multithread

{

public static void main(String args[])

{

A a=new A();

a.start();

}}

Output:

Main thread and Generated Number is13

New thread13is odd and cube of13is:2197

-----------------------------------------

Main thread and Generated Number is93

New thread93is odd and cube of93is:804357

-----------------------------------------

Main thread and Generated Number is82

New thread82is even and square of82is:6724

-----------------------------------------

Main thread and Generated Number is1

New thread1is odd and cube of1is:1

-----------------------------------------

Main thread and Generated Number is57

New thread57is odd and cube of57is:185193

-----------------------------------------

Program:

import java.util.LinkedList;

public class Threadcommunication {

public static void main(String[] args)

throws InterruptedException

{

final PC pc = new PC();

Thread t1 = new Thread(new Runnable() {

@Override

public void run()

{

try {

pc.produce();

}

catch (InterruptedException e) {

e.printStackTrace();

}

}

});

Thread t2 = new Thread(new Runnable() {

@Override

public void run()

{

try {

pc.consume();

}

catch (InterruptedException e) {

e.printStackTrace();

}

}

});

t1.start();

t2.start();

t1.join();

t2.join();

}

public static class PC {

LinkedList<Integer> list = new LinkedList<>();

int capacity = 2;

public void produce() throws InterruptedException

{

int value = 0;

while (true) {

synchronized (this)

{

while (list.size() == capacity)

wait();

System.out.println("Producer produced-"+ value);

list.add(value++);

notify();

Thread.sleep(1000);

}

}

}

public void consume() throws InterruptedException

{

while (true) {

synchronized (this)

{

while (list.size() == 0)

wait();

int val = list.removeFirst();

System.out.println("Consumer consumed-"+ val);

notify();

Thread.sleep(1000);

}

}

}

}

}

Output:

Producer produced-0

Producer produced-1

Consumer consumed-0

Consumer consumed-1

Producer produced-2

Producer produced-3

Consumer consumed-2

Consumer consumed-3

Producer produced-4

Producer produced-5

Consumer consumed-4

Consumer consumed-5

Producer produced-6

Producer produced-7

Consumer consumed-6

Consumer consumed-7

Producer produced-8

Producer produced-9

Consumer consumed-8

Consumer consumed-9

Producer produced-10

Producer produced-11

Consumer consumed-10

Consumer consumed-11

……………………..

……………………..

Program:

class MyClass<T extends Comparable<T>>

{

T[] vals;

MyClass(T[] o)

{

vals = o;

}

public T min()

{

T v = vals[0];

for(int i=1; i < vals.length; i++)

if(vals[i].compareTo(v) < 0)

v = vals[i];

return v;

}

public T max()

{

T v = vals[0];

for(int i=1; i < vals.length;i++)

if(vals[i].compareTo(v) > 0)

v = vals[i];

return v;

}

}

class genericfunction

{

public static void main(String args[])

{

int i;

Integer values[]={10,2,5,4,6,1};

Character characters[]={'v','p','s','a','n','h'};

Double d[]={20.2,45.4,71.6,88.3,54.6,10.4};

MyClass<Integer> iob = new MyClass<Integer>(values);

MyClass<Character> cob = new MyClass<Character>(characters);

MyClass<Double>dob = new MyClass<Double>(d);

System.out.println("Max value in values: " + iob.max());

System.out.println("Min value in values: " + iob.min());

System.out.println("Max value in characters: " + cob.max());

System.out.println("Min value in characters: " + cob.min());

System.out.println("Max value in characters: " + dob.max());

System.out.println("Min value in characters: " + dob.min());

}

}

Output:

Max value in values: 10

Min value in values: 1

Max value in characters: v

Min value in characters: a

Max value in characters: 88.3

Min value in characters: 10.4

Program:

import javax.swing.\*;

import javax.swing.event.\*;

import java.awt.\*;

import java.awt.event.\*;

class TrafficLightSimulator extends JFrame implements ItemListener {

JLabel lbl1, lbl2;

JPanel nPanel, cPanel;

CheckboxGroup cbg;

public TrafficLightSimulator() {

setTitle("Traffic Light Simulator");

setSize(600,400);

setLayout(new GridLayout(2, 1));

nPanel = new JPanel(new FlowLayout());

cPanel = new JPanel(new FlowLayout());

lbl1 = new JLabel();

Font font = new Font("Verdana", Font.BOLD, 70);

lbl1.setFont(font);

nPanel.add(lbl1);

add(nPanel);

Font fontR = new Font("Verdana", Font.BOLD, 20);

lbl2 = new JLabel("Select Lights");

lbl2.setFont(fontR);

cPanel.add(lbl2);

cbg = new CheckboxGroup();

Checkbox rbn1 = new Checkbox("Red Light", cbg, false);

rbn1.setBackground(Color.RED);

rbn1.setFont(fontR);

cPanel.add(rbn1);

rbn1.addItemListener(this);

Checkbox rbn2 = new Checkbox("Orange Light", cbg, false);

rbn2.setBackground(Color.ORANGE);

rbn2.setFont(fontR);

cPanel.add(rbn2);

rbn2.addItemListener(this);

Checkbox rbn3 = new Checkbox("Green Light", cbg, false);

rbn3.setBackground(Color.GREEN);

rbn3.setFont(fontR);

cPanel.add(rbn3);

rbn3.addItemListener(this);

add(cPanel);

setVisible(true);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public void itemStateChanged(ItemEvent i) {

Checkbox chk = cbg.getSelectedCheckbox();

String str=chk.getLabel();

char choice=str.charAt(0);

switch (choice) {

case 'R':lbl1.setText("STOP");

lbl1.setForeground(Color.RED);

break;

case 'O':lbl1.setText("READY");

lbl1.setForeground(Color.ORANGE);

break;

case 'G':lbl1.setText("GO");

lbl1.setForeground(Color.GREEN);

break;

}

}

public static void main(String[] args) {

new TrafficLightSimulator();

}

}

Output:

![](data:image/png;base64,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)
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Program:

import java.awt.\*;

import java.awt.event.\*;

import javax.swing.\*;

import javax.swing.event.\*;

class Calculator extends JFrame

{

private final Font BIGGER\_FONT = new Font("monspaced",Font.PLAIN, 20);

private JTextField textfield;

private boolean number = true;

private String equalOp = "=";

private CalculatorOp op = new CalculatorOp();

public Calculator() {

textfield = new JTextField("", 12);

textfield.setHorizontalAlignment(JTextField.RIGHT);

textfield.setFont(BIGGER\_FONT);

ActionListener numberListener = new NumberListener();

String buttonOrder = "1234567890 ";

JPanel buttonPanel = new JPanel();

buttonPanel.setLayout(new GridLayout(4, 4, 4, 4));

for (int i = 0; i < buttonOrder.length(); i++) {

String key = buttonOrder.substring(i, i+1);

if (key.equals(" ")) {

buttonPanel.add(new JLabel(""));

} else {

JButton button = new JButton(key);

button.addActionListener(numberListener);

button.setFont(BIGGER\_FONT);

buttonPanel.add(button);

}

}

ActionListener operatorListener = new OperatorListener();

JPanel panel = new JPanel();

panel.setLayout(new GridLayout(4, 4, 4, 4));

String[] opOrder = {"+", "-", "\*", "/","=","C","sin","cos","log"};

for (int i = 0; i < opOrder.length; i++) {

JButton button = new JButton(opOrder[i]);

button.addActionListener(operatorListener);

button.setFont(BIGGER\_FONT);

panel.add(button);

}

JPanel pan = new JPanel();

pan.setLayout(new BorderLayout(4, 4));

pan.add(textfield, BorderLayout.NORTH );

pan.add(buttonPanel , BorderLayout.CENTER);

pan.add(panel , BorderLayout.EAST);

this.setContentPane(pan);

this.pack();

this.setTitle("Calculator");

this.setResizable(false);

}

private void action()

{

number = true;

textfield.setText("");

equalOp = "=";

op.setTotal("");

}

class OperatorListener implements ActionListener

{

public void actionPerformed(ActionEvent e)

{

String displayText = textfield.getText();

if (e.getActionCommand().equals("sin"))

{

textfield.setText("" + Math.sin(Double.valueOf(displayText).doubleValue()));

}else

if (e.getActionCommand().equals("cos"))

{

textfield.setText("" + Math.cos(Double.valueOf(displayText).doubleValue()));

}

else

if (e.getActionCommand().equals("log"))

{

textfield.setText("" + Math.log(Double.valueOf(displayText).doubleValue()));

}

else if (e.getActionCommand().equals("C"))

{

textfield.setText("");

}

else

{

if (number)

{

action();

textfield.setText("");

}

else

{

number = true;

if (equalOp.equals("="))

{

op.setTotal(displayText);

}else

if (equalOp.equals("+"))

{

op.add(displayText);

}

else if (equalOp.equals("-"))

{

op.subtract(displayText);

}

else if (equalOp.equals("\*"))

{

op.multiply(displayText);

}

else if (equalOp.equals("/"))

{

op.divide(displayText);

}

textfield.setText("" + op.getTotalString());

equalOp = e.getActionCommand();

}}

}

}

class NumberListener implements ActionListener {

public void actionPerformed(ActionEvent event) {

String digit = event.getActionCommand();

if (number) {

textfield.setText(digit);

number = false;

} else {

textfield.setText(textfield.getText() + digit);

}

}}

public class CalculatorOp {

private int total;

public CalculatorOp() {

total = 0;

}

public String getTotalString() {

return ""+total;

}

public void setTotal(String n) {

total = convertToNumber(n);

}

public void add(String n) {

total += convertToNumber(n);

}

public void subtract(String n) {

total -= convertToNumber(n);

}

public void multiply(String n) {

total \*= convertToNumber(n);

}

public void divide(String n) {

total /= convertToNumber(n);

}

private int convertToNumber(String n) {

return Integer.parseInt(n);

}

}}

class SwingCalculator {

public static void main(String[] args) {

JFrame frame = new Calculator();

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setVisible(true);

}

}

Output:
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